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Given an embedding, we lift  
it to arrive at a compiler. 
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Two new algorithms,  
both starting with heterogeneous source trees.

1. If target tree is regular d-ary for some d.
2. If target tree is itself heterogeneous.
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